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 Introduction 1

The IQS5xx-B000 I2C bootloader example code illustrates how to program or upgrade the firmware 
of an IQS5xx-B000 device.   

The example code was developed using an Arduino Uno Rev3 PCB and the standard Arduino IDE.  
The integrated serial terminal in the Arduino environment was used to display output data to the 
user.   

Porting this example project to a different MCU will require the low-level I2C functions to be 
updated for that specific MCU, but most of the code is reusable. 

The IQS5xx-B000 GUI supplies a user with a firmware file that is specific to their 
application.    The firmware file is stored in Intel Hex Format and must first be parsed 
before it can be programmed to the IQS5xx IC.  For this purpose, we use a parser 
application to convert the HEX file into an equivalent C-language header file.  

For information on using the GUI to obtain your IQS5xx-B000 custom settings, and to generate the 
custom HEX file, please refer to the following document available on the Azoteq website under 
Design -> Application Notes: 

AZD087 - IQS5xx-B000 Setup and User Guide.pdf 

The rest of this document describes the example hex file parser and how to use it, as well as the 
implementation of the example I2C bootloader code. 

 Hex File Parser 2

An application was developed to convert an IQS5xx-B000 firmware file, stored in the Intel Hex 
format, to a C-language header file.  The header file can then be used by the firmware of a 
programmer.  Note that the parser application requires the newest version of the Java Runtime 
Environment (JRE) to be installed.   

Figure 2.1 shows the main GUI screen of the Azoteq HEX file parser program.  The output header 
file is saved per default to the same directory as the Azoteq HEX file parser program.  This setting 

can however be changed by clicking on .  The output filename can also be specified. 
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Figure 2.1 Home screen of the Azoteq HEX file parser program 

The input HEX file can be selected by clicking on .  A preview of the HEX file is shown in 

the text area.  The  button becomes visible once a file has been loaded.  Click the  
button to parse the HEX file into a header (.h) file.  If the output (save as) directory is correct, click 

 which saves the header file to the directory displayed in “Save as:” as shown in Figure 2.2. 

 

Figure 2.2 Save directory and change directory button 

Figure 2.3 shows how the parser program looks after a HEX file has been parsed. 

 

Figure 2.3 The final step in the HEX file parsing 

Once the file has been saved (default filename is HEX_Array.h) it can be used to update the 
Hex_Array.h file found in the example project.  In the example code, the correct include name is 
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already specified, thus the header file is automatically included.  The header file contains an array 
of the program data which is in the correct order to be sent to the IQS5xx via I2C, to upgrade the 
firmware to the required version.   A smaller second array contains the checksum data block.  

The data of each array corresponds to the IQS5xx-B000 memory as follows: 

Table 2.1 Parser header file arrays 

Array Size 
Corresponding 

address on IQS5xx 
Description 

hex_array[] 

15 360 bytes 

(240 blocks 
of 64 bytes) 

0x8400 – 0xBFFF 
This array contains the program and custom 
settings data for the IQS5xx-B000 trackpad 

crc_array[] 
64 bytes 

(1 block) 
0x83C0 – 0x83FF This array contains the checksum data 

The contents of the output HEX_Array.h file need to be modified to adhere to the syntax of the 
language used by the firmware programmer.  The large program array must be stored in the 
program memory due to space constraints.  For the example code, the firmware programmer uses 
the Arduino language (a C variant).   

The declaration of the array that contains the program data and the smaller crc array must be 
changed as shown in the table below. 

Table 2.2 Updates to parser output file 

Array Old declaration New declaration 

hex_array rom unsigned char hex_array[] const uint8_t hex_array[] PROGMEM 

crc_array rom unsigned char crc_array[] uint8_t crc_array[] 

Now with the Hex_Array.h updated correctly according to Table 2.2 for the Arduino environment, it 
can be used to replace the Hex_array.h file in the example implementation.  Now the example 
code has a customised firmware image to be loaded onto the IQS5xx IC. 

 IQS5xx I
2
C Example Bootloader Code 3

The files required for the example code are as follows: 

IQS5xx_Example_Code.ino    
defs.h 
IQS5xx.cpp      
IQS5xx.h 
I2C.cpp      
I2C.h 
HEX_Array.h  

The example bootloader implementation follows the suggested procedure described in the 
following document:  IQS5xx I2C Bootloader v2.x Technical User Guide v0.04.pdf. 

The bootloader-specific section is found in the file IQS5xx.cpp in the function ProgramIQS5xx().  
The rest of the surrounding code is an example master implementation for the IQS5xx-B000 slave 
device, where the trackpad data is displayed on the serial terminal.  For further information on the 



 

IQ Switch® 

ProxSense® Series 
 

 

Copyright © Azoteq (Pty) Ltd. 2017  Page 4 of 6 

All Rights Reserved. Revision 1.1 February 2017 

 

example implementation, you can find documentation on the Azoteq website under Software & 
Tools -> IQS5XX B000 Example Code. 

3.1 Programming summary 

The steps for programming firmware to the bootloader, as implemented in the example code, are 
as follows. 

1. Enter bootloader. 

2. Read and verify the bootloader version number to verify bootloader entry and successful 
communication with correct version of bootloader. 

3. Write the new application firmware and settings (0x8400-0xBFFF) to the device. 

4. Write the checksum descriptor section (0x83C0-0x83FF). 

5. Verify all programming was successful: 

 Perform a CRC check to verify the Application code section. 

 Read back the non-volatile custom settings section (0xBE00-0xBFFF) which is not 
included in the CRC calculation.  Compare this to the data in the hex_array[] to 
verify that each byte matches. 

6. Exit bootloader mode either by command or by resetting the IQS5xx (toggle NRST low). 

3.2 Successful implementation 

For details on compiling and uploading the project to the Arduino, and also configuring the serial 
monitor for IQS5xx-B000 data output, please refer to the readme document available in the master 
example project for the IQS5xx-B000 (Azoteq website under Software & Tools -> IQS5XX B000 
Example Code).   

If the project was correctly compiled, and the firmware bootloader programming process was 
successful, the following messages will be displayed on the serial terminal. 

 

Figure 3.1 Successful bootloader programming 

Once the firmware programming has completed, the trackpad should be functioning correctly.  This 
can be verified by interacting with the trackpad and observing the output data in the terminal. 
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Figure 3.2 Trackpad output data 

 Summary 4

Using this example implementation, a firmware update for the IQS5xx-B000 can easily be 
implemented.  Since the IQS5xx-B000 is designed to allow customers to program their custom 
setting together with the application firmware during the production testing stage, this is an 
important step in the production process.   

Field updates could also be required, and then the bootloader programming also needs to be 
utilised to achieve this. 
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